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ABSTRACT

Multi-dimensional point indexing methods play a critical
role in a variety of data-centric applications, ranging from
image retrieval, sequence matching, and protein structure
comparison. Many of these applications require manipulat-
ing point data in low to medium dimensional space, either
because of the inherent nature of the problem, or due to the
use of dimensionality reduction techniques such as PCA. A
common choice of indexing method for these applications is
often the “ubiquitous” R*-tree. In this paper, we challenge
this popular choice of indexing for low and medium dimen-
sional point data and investigate the use of Quadtree as an
alternative index structure.

Our paper shows that the regular and disjoint decom-
position method used by Quadtrees provides a significant
structural advantage over the R*-tree, which suffers from
high overlap amongst MBRs even for low dimensional data.
In addition, the unbalanced nature of the Quadtree has
a surprisingly beneficial effect on the buffer pool utiliza-
tion. Using analytical models and extensive empirical eval-
uation we show that the often ignored Quadtree far outper-
forms the R*-tree (and the Pyramid-Technique) for indexing
low and medium dimensional point datasets. Consequently,
our work makes an important contribution, which motivates
the reconsideration of the often ignored Quadtree indexing
structure for the common problem of multi-dimensional in-
dexing.

1. INTRODUCTION

Due to the demanding need for efficient multi-dimensional
indexing methods in many database applications, signifi-
cant research effort has been invested towards developing
new multi-dimensional indexing methods. Of these index-
ing methods, the R*-tree [2], one of the R-tree [10] variants,
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is most widely used.

Since it is well-known that the performance of the R*-tree
deteriorates rapidly with increasing data dimensionality [4],
the R*-tree is not used for handling very high-dimensional
datasets. However, high-dimensional datasets are plagued
with the curse of dimensionality, and general high perfor-
mance high-dimensional indexing methods that work across
a variety of applications still remain a legitimate research
goal (and is likely to continue to be an open research prob-
lem for at least the near future). However, for many high-
dimensional applications, a practical method is to apply
a dimensionality reduction method such as principal com-
ponents analysis (PCA) to transform the high-dimensional
dataset into a low or medium dimensional datasets (usu-
ally with 8 or fewer dimensions). The use of R*-tree for
low and medium dimensional point indexing has been advo-
cated for many years and many applications have been built
using R*-trees. A few examples of such applications are sim-
ilarity search in sequence databases [1], image retrievals in
multimedia databases [6,17], subsequence matching in time-
series databases [15,16], and similarity searches in protein
structure databases [19]. A common characteristic of these
examples is that they all rely on R*-trees for indexing multi-
dimensional point datasets, which usually have less than 8
dimensions. In this paper we critically examine this conven-
tional choice and explore the use of the Quadtree index [18]
as a more efficient alternative to the “ubiquitous” R*-tree
for indexing low and medium dimensional datasets.

We note that Quadtree structure has been around for
many decades even within the context of database systems [9,
11], but it is still not as widely accepted as the R*-tree. We
speculate that the reasons for largely ignoring the Quadtree
for database indexing are: 1) the unbalanced nature of the
index structure, especially for skewed data, and 2) the mis-
match between the size of a non-leaf node and a disk block
size. Nevertheless, the Quadtree has some nice properties as
it employs a disjoint and regular space partitioning strategy.
This partitioning method has an advantage over the R*-tree
which suffers from rapidly increasing overlap of MBRs even
for relatively low dimensionality. Furthermore, we observe
that the Quadtree is better at handling skewed data as it
is not encumbered by problems caused by methods that re-
quire producing a balanced index structure. In addition,
its unbalanced structure actually provides an advantage for



buffer management as it results in better spatial locality
compared to other balanced index structures. In addition,
drawbacks related to the large fan-out and low node oc-
cupancy in the Quadtree can be alleviated to some extent
with efficient node packing techniques which we employ in
our implementation.

There are more than a few dozen indexing structures for
multi-dimensional point data [3, 4,8, 14], and each year a
few more indexing structures are proposed. Among these
alternatives, the Pyramid-Technique [3] is notable and it
was shown to be far superior to the Hilbert R-tree [12] and
the X-tree [4]. The Pyramid-Technique is also based on the
disjoint space partitioning similar to the Quadtree. How-
ever, instead of using a balanced space split, it adopts an
unbalanced space split strategy. We note that the Pyramid-
Technique has been shown to outperform existing methods
for very high dimensional data, but its performance is un-
known for low and medium dimensional data. As an alterna-
tive to the R*-tree, we also examine the Pyramid-Technique
extensively.

Some previous work [13] has compared the R-tree and the
Quadtree in a commercial database, but that study only
focuses on a 2 dimensional GIS spatial data and the perfor-
mance of the R-tree and the Quadtree is not compared for
higher-dimensional point data.

In this paper, we compare the performance of the R*-
tree, the Quadtree, and the Pyramid-Technique for low and
medium dimensional point data. Using disk-based indices

implemented in SHORE [5], we demonstrate that the Quadtree

significantly outperforms the other two indexing methods.
Consequently, we make the case that it is time to consider
the unbalanced Quadtree index for efficient querying on low
to medium dimensionality point datasets.

2. IMPLEMENTATION

In this section, we describe our implementation of the
R* tree, Pyramid-Technique, and Quadtree indices as disk-
based index structures in the SHORE [5] storage manager.

SHORE has an R*-tree implementation, but it only works
for two dimensions. So, we implemented a general R*-tree
in SHORE following the description in [2]. In addition, we
use the following optimization for an efficient disk layout:
Once the R*-tree is created using multiple inserts, the origi-
nal index is traversed using a breadth first method, and each
visited node is rewritten to disk sequentially. As a result,
we create an R*-tree such that all non-leaf and leaf sibling
nodes are clustered sequentially on disk. The clustering of
non-leaf and leaf sibling nodes results in efficient disk ac-
cess. Compared to the original R*-tree, the optimized R*-
tree improves query performance by about 5-20%. (We have
not implemented a bulkloading algorithm which can lead to
faster loading times.)

To make sure that our R*-tree implementation is not

slower compared to the 2D R*-tree implementation in SHORE,

we compared the performance of window queries on 2D
datasets for the two implementations, and found that our
implementation is actually consistently slightly faster than
the implementation in SHORE.

The Pyramid-Technique is based on transforming high di-
mensional points to one dimensional points, and then using
the BT tree to index the one dimensional points. For win-
dow query processing, the query is transformed into a set of
range searches on the B tree. We implemented both naive
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and extended Pyramid-Techniques as described in [3]. The
naive Pyramid-Technique is used for uniform data and the
extended Pyramid-Technique is used for skewed data. We
simply use the SHORE B™ tree implementation and the
bulkload algorithm that is already implemented in SHORE.

The Quadtree is an index structure based on a hierarchi-
cal regular decomposition of space. We implemented the
Quadtree in the following way: First, a Quadtree is created
using records of a constant (known) size for the non-leaf
nodes, and using the page size for the leaf node (technically
we are implementing a bucket Quadtree [18]). Then, we
traverse the original index starting from the root using a
breadth first search. During the traversal, we copy each vis-
ited node and write it sequentially to disk, producing a new
(final) Quadtree index file. When copying each node, both
non-leaf nodes and leaf nodes are packed to variable size
records, leaving only a small amount of space to allow for
updates. Finally, at the end of the traversal of the original
Quadtree, we simply point to the new file as the Quadtree in-
dex file, and delete the original file. Essentially, our method
produces a compact disk layout for the Quadtree index and
is a quick prototype for a bulkloading algorithm.

Note that in our Quadtree construction method, we are
using a compact packing method. This is crucial for an ef-
fective Quadtree index since the internal Quadtree nodes
can be much smaller than a disk page, and the occupancy
of the leaf-level buckets is often very low. In addition, the
breadth-first traversal method for packing is a natural order
for packing as sibling nodes are frequently co-accessed dur-
ing the processing of a query. (The impact of the packing
technique is described in more detail in Section 4.4).

For concurrency control, our current Quadtree implemen-
tation simply uses the record-level locking in SHORE. For
consistency update queries start by grabbing an exclusive
lock on the root node. A more detailed discussion of highly
efficient concurrency control method for Quadtree indices is
beyond the scope of this work and is part of future work.
However, it seems that the regular and non-overlapping de-
composition structure of the Quadtree can potentially be
effectively exploited using predicate-based locking methods
or optimistic concurrency control methods.

3. ANALYTICAL COMPARISON

In this section, we will analytically compare the perfor-
mance of R*-tree, Pyramid-Technique, and Quadtree in-
dices. For this comparison, we use an analytical formula
proposed in [3]. This analytical formula requires as input in-
formation about the minimum bounding rectangles (MBR)
in an index structure, and then estimates the average num-
ber of page accesses for a range query Q based on this in-
formation.

We also considered another analytical methods. For in-
stance, an analytical formula proposed in [7] estimates page
accesses in R-tree variants only using data characteristics,
without requiring information about the actual index struc-
ture. However, this formula works accurately only if the
data dimensionality is fairly small, for the following reason.
This formula is derived assuming square-shaped MBRs and
a good index structure which has no overlap amongst MBRs.
In the case of R-tree variants, this is a highly optimistic as-
sumption even for low and medium dimensional data. As
shown in [4], as data dimensionality increases, the ratio of
MBR overlaps increases rapidly. The increased overlaps of



Table 1: Notations

Symbol Definition

d number of dimensions

P number of pages in an index

M; = (L;, H;) MBR of a node ¢ with low and high coordinates L; and H;
Li = (liay ey liyg) d-dimensional low coordinate of a MBR ¢

H; = (hi1, ..., hi,a) | d-dimensional high coordinate of a MBR i

Q=(q1,-,94) range query with side lengths q1,....,q4

DA(3) probability of accessing a page 4

PA total number of pages accessed by a range query Q

MBRs in turn result in increased page accesses. Since the
formula does not consider overlap among MBRs, the estima-
tion error will increase with increasing data dimensionality.
To check this observation, we experimentally compared the
actual number of page accesses and predictions from [7].
For this experiment, we used 2, 4, and 8 dimensional uni-
form data sets with 2 million points and range queries of
size 1% volume of the data space. The estimation errors
from [7] for the R*-tree are 4%, 95%, and 99% for 2, 4, and
8 dimensional datasets.

We note that the formula in [3] can be directly used for
the R*-tree. However, the formula needs to be adjusted
for the Pyramid-Technique and our packed Quadtree. In
the following discussion, we will present the original analyt-
ical formula presented in [3] and adapted formulas for the
Pyramid-Technique and our packed Quadtree. We make the
following assumptions:

1. The data space is a d-dimensional unit hypercube [0..1

2. Queries are hypercubes uniformly distributed over the
unit hypercube and they are always placed completely
inside the unit hypercube.

3.1 R*-tree

Given a query @ = (q1,....,g4) and the information about
MBRs in an index, the expected number of page accesses
is computed in the following way. First, for the query Q,
the probability of accessing a page i, DA(7), is calculated.
Next, the expected number of page accesses is calculated as
a sum of DA(%) over all pages 7 in the index.

In the case of a point query @, considering that the volume
of the data space is 1, DA(i) corresponds to the volume
of a MBR, M;, in a page i. For a range query @, DA(7)
corresponds to the volume of the MBR enlarged by the size
of Q, and the formula to compute DA(z) for the range query
Q is:

d
DA() = [ [(Hi,j — Lij + a5)

j=1

(1)

We note that the above formula does not consider a bound-
ary effect in which an enlarged MBR exceeds the boundary
of the data space. Although the boundary effect can be
negligible in low dimensional spaces, estimation errors in
predicting page accesses increases as data dimensionality in-
creases. To adapt the formula to the boundary effect, the
following formula is proposed in [3].

(2)

d
. min(H; ;,1 —q;) —max(L;; — ¢;,0
DA(@)Z | | ( J Jl)_q‘ ( J J )
i=1 !

14,
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To consider the boundary effect, [3] assumes that a range
query @ is always completely placed inside the data space.
This assumption essentially reduces the data space volume
to H¢:1 1 — g;. Furthermore, with this assumption, one has
to a(fjust the boundaries of the MBRs in the index to fall
within the reduced area. This adjustment is accomplished in
Equation 2 by ensuring that the minimum and the maximum
values of the MBRs are within the reduced area. A detailed
proof of the above formula is given in [3].

Then, the expected number of page accesses is the sum of
DA(i) over an entire index, and can be calculated as:

P

PA =" DA(i)

i=1

3.2 Quadtree

The formulas used for the R*-tree can also be used for a
regular Quadtree, but not for our packed Quadtree. To esti-
mate the number of page accesses accurately, it is necessary
to adapt the formulas to our Quadtree packing scheme.

The formulas for the R*-tree assume that a node 7 in an
index corresponds to a single page i. Therefore, DA(7), is
proportional to the volume of the MBR, M;, enclosing the
node i. However, in our packed Quadtree, several nodes
can be packed into a single page (see Section 2). Note that
since our packing strategy packs nodes in a breadth-first
order, these nodes need not be adjacent in space, and some
of these nodes could be at different levels in the index.

To calculate DA(¢), we first have to calculate the volume
of the MBRs in a page enlarged by Q. Let V'(7) denote this
volume. For the MBRs, Mi,...,M,,, in a page i, V'(3) is:

V@)= YL V(Mi,Q) =YL, V(IMinM;, Q)
+ Y ckes V(M N M; N M, Q) + ...
+ (“D)™W(MiNMaNMsN...N My, Q)

where V(M;, Q) = []}_, min(H; ;, 1—q;) —max(Li; —gj, 0).

In the above formula, V(M;, Q) represents the volume of
a MBR i enlarged by @ and it is calculated after removing
the parts of the MBR outside the effective data space (for
reasons discussed in Section 3.1).

V'(4)
d
j=1 (1—4q5)
Note that in the above formula the denominator is needed
since the volume of the data space is not 1, but H}i:l(l —

g;) since we assume that a range query Q is completely
positioned inside the data space.

DA@) = 3)
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Figure 1: Analytical model prediction of disk accesses with uniformly distributed synthetic datasets

Finally, as in the case of the R*-tree, the expected number
of page accesses for the packed Quadtree is calculated as:

PA= i DA()

i=1

3.3 Pyramid-Technique

The Pyramid-Technique [3] is based on an unbalanced
space partitioning: The data space is split into 2d pyramids
and each pyramid is further divided into several partitions,
each of which corresponds to a page in the B*-tree.

To index a d-dimensional point, the Pyramid-Technique
transforms the point into a 1-dimensional pyramid value and
indexes the pyramid value in the B¥-tree. The transformed
pyramid value, p, is computed as: p = v + h, where v is an
integer in the range of [0, 2d — 1], representing the pyramid
that encloses the d-dimensional point. A is a real number in
the range [0,0.5]. h represents the height of the point inside
the pyramid v from the center (at value 0.5) for the v or the
(v-d)-th dimension.

A range query in the Pyramid-Technique is processed as
follows: First, each of the 2d pyramids is checked to deter-
mine if it intersects with the query @Q. If there is a point in-
side ) with a pyramid value in the range [v, v+0.5], the pyra-
mid v intersects with Q). Next, for each intersecting pyramid,
the range of the pyramid values affected by @, [hiow, Rrign],
is determined. Finally, for each intersecting pyramid v, the
Bt-tree is searched with the range query [v-+hiow, v+hnigh]-
For more details on the Pyramid-Technique, please see [3].

Similar to the analytical formulas for the R*-tree and the
Quadtree, given a B*-tree index created using the Pyramid-
Technique, we can derive a formula that estimates the ex-
pected number of page accesses. To compute this estimate,
we need information from the BT -tree regarding the range
of pyramid values in a page i. Let the page ¢ have pyramid
values in the range [p;;, pin], where p;; = v;; + h;; and
DPi,h = Vin + hip. Then, the probability of accessing the
page %, DA(1), is proportional to the range of the pyramid
values enlarged by the size of the v; ;-dimensional value of
Q.
More formally, let = denote a dimension in @ that can
affect the page 1.

|

Then, DA(i) is defined as:

ifvi; <d
ifv,; >d

Vil
Vil — d
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Table 2: Evaluation of the Analytical Models: Av-
erage estimation errors in predicting the number of
page accesses

Indexes Average estimation errors

2D 4D 8D
R*-tree 6.2% | 15.7% 7.5%
Quadtree 4.9% | 14.7% 4.4%
Pyramid T. | 20.1% | 2.7% 1.7%

DA()
min(|h; , — 0.5|,1 — ¢z) — max(|h;; — 0.5| — gz,0)
1—q»

if viy <d

min(|h;n +0.5],1 — qz) — max(|hi; + 0.5 — gz, 0)
1—qs

if vig >d

Note that the absolute values of h;; and h;,; shifted by
+0.5 are the values in the original data space [0..1]. Also,
the minimum and maximum are used to remove the parts
that exceed the data space. In addition, in contrast to the
formulas for the R*-tree and Quadtree, note that 1-g, is used
as a denominator instead of H?zl(l — g;)- This is because
the probability of accessing a page i, DA(%), is only affected
by the range of values in a single dimension.

Finally, the overall expected number of page accesses is
calculated as:

PA= ZP: DA()

i=1

3.4 Comparison

In this section, we test the accuracy of the analytical mod-
els. For this test, we use 2, 4, and 8 dimensional uniform
datasets with 2 million points, and compare the actual num-
ber of page accesses with the analytical predications. For
this test, we used 1024 queries that are uniformly distributed
and completely inside the data space. Since our analytical
model does not capture the effects of using a buffer pool,
for this comparison, we simply flushed the buffer pool after
processing each query.

The Table 2 shows the average estimation errors of the
prediction compared to actual measurements. As can be
seen in this table, the analytical model is fairly accurate for



Table 3: Index construction time (minutes)

Dataset R*tree | Pyramid-T. | Quadtree
Uniform-2D | 90.8 2.0 3.6
Uniform-4D | 61.6 2.0 3.7
Uniform-8D 69.8 11.8 14.0
F.Cover-2D 21.8 1.4 0.9
F.Cover-4D 20.8 1.3 0.8
F.Cover-8D 19.1 1.8 2.4

MAPS-2D 92.8 19.1 3.3
MAPS-4D 704 11.7 3.5
MAPS-8D 75.7 12.9 10.1

all the index types.

The predictions of the analytical models are shown in Fig-
ures 1 (a), 1 (b), and 1 (c), for the 2, 4, and 8 dimensional
datasets respectively. For each figure, these figures plot the
predicted number of page accesses per query for increasing
query sizes. As can be seen from these figures, the analytical
models predict that the Quadtree will outperform the R*-
tree in all cases. It also shows that the Quadtree will outper-
form the Pyramid-Technique on relatively low dimensional
data and with small window queries in higher dimensions.
In addition, the models predict that the Pyramid-Technique
will outperform the Quadtree for high dimensional data with
large window queries. As shown in the next section, these
predictions agree well with the actual experimental results,
which adds confidence that the experimental results are not
due to implementation differences but rather due to intrinsic
characteristics of index structures.

4. EXPERIMENTS

In this section, we present experimental results compar-
ing R*-tree, Pyramid-Technique, Quadtree indices and a se-
quential file scan implemented in SHORE [5]. (The sequen-
tial file scan serves as a baseline). SHORE was configured to
use 8KB page size, and in all experiments except the one in
which we evaluate the effect of buffer pool size, the SHORE
buffer pool size was set to 8MB. This small buffer pool size
allows us to clearly see the effect of I0s. Note that we also
present some results with settings when the indices are com-
pletely resident in memory. All experiments were performed
on a machine with 2GHz Intel Xeon processor running Red
Hat Linux version 2.4.20.

The Quadtree was implemented as described in Section 2,
and pages were only packed to 70% of their capacity to
mimic the scenario in which addition space is left to ac-
commodate future index updates.

For our experiments, we used both synthetic and real
datasets. For the synthetic dataset, we used a dataset con-
taining 2 million uniformly distributed points in 2, 4, and
8 dimensional data space (labeled as Uniform-2D, Uniform-
4D, and Uniform-8D respectively). In addition, we used the
following two real datasets: the Forest Cover data containing
the forest cover type for 30 x 30 meter cells from US For-
est Service Region 2 Resource Information System (http://
kdd.ics.uci.edu/databases/covertype/covertype.html),
and the MAPS Catalog data containing photometric and
astrometric information extracted from the Palomar Obser-
vatory Sky Survey (http://iparrizar.stcloudstate.edu/
~juan/MAPS_Database/).

The Forest Cover dataset contains 581,014 entries with 54

285

Table 4: Index size (pages)

Dataset R*tree | Pyramid-T. | Quadtree File
Uniform-2D 4,267 6,950 4,124 5,918
Uniform-4D | 6,822 8,934 7,789 | 7,906
Uniform-8D | 12,422 12,004 13,603 | 11,835
F.Cover-2D 1,268 2,020 1,413 | 1,719
F.Cover-4D 2,027 2,597 2,114 | 2,297
F.Cover-8D 3,592 3,776 4,423 | 3,483

MAPS-2D 5,387 7,058 7,352 | 6,009
MAPS-4D 7,468 9,072 13,170 | 8,027
MAPS-8D | 13,221 13,194 16,079 | 12,017

attributes. Of these 54 attributes, there are 10 quantitative
attributes. To measure the performance with varying di-
mensionality, we ran Principle Component Analysis (PCA)
on the dataset over the 10 quantitative attributes to gen-
erate 2, 4, and 8 dimensional datasets, which are labeled
as F.Cover-2D, F.Cover-4D, F.Cover-8D, respectively. The
use of PCA reduces the dimensionality of data without a
large loss of information, and this method is used to mimic
the use of dimensionality reduction methods in many high-
dimensional applications.

The MAPS dataset contains about 90 million objects with
39 attributes. To keep our experiments manageable, we used
the first 2 million objects. To provide some variety, we did
not use PCA on this dataset. Instead, to produce data with
varying dimensionality, we used the first 2, 4, and 8 at-
tributes from the original dataset to get 2, 4, and 8 dimen-
sional datasets, which are labeled as MAPS-2D, MAPS-4D,
MAPS-8D, respectively.

For our query workload, we generated hypercube shaped
range queries with varying query volumes. Query volume
is defined as the percentage of the query hypercube volume
over the data space volume. For the synthetic datasets,
queries are uniformly randomly positioned in the underly-
ing data space. For real data, we used both uniform random
queries, and skewed queries that follows the distribution
of the underlying data. In all experiments, for each point
shown on the graph we have a corresponding query workload
of 1024 queries and we report the average per query execu-
tion times and the average per query disk page accesses.

4.1 Index size and creation times

Table 4 shows index sizes for 2, 4, and 8 dimensional
datasets. This table indicates that on average Quadtrees
are about 22% larger than R*-tree and Pyramid-Technique
indices, while R*-tree and Pyramid-Technique indices re-
quire almost the same amount of disk space. This is because
Quadtrees have more non-leaf and leaf nodes than the other
indices, and there is an extra storage overhead for saving
meta-information for each node.

Table 3 shows index creation times. For index creation,
first multiple inserts are used for creating the R*-trees and
Quadtrees. Then, the index is traversed to produced a disk-
efficient layout. The Pyramid-Technique uses the native
SHORE BT-tree bulkloading mechanism. The main obser-
vation here is that our naive bulkloading method for the
Quadtree compares very favorably compared to the Pyramid-
Technique. (Our R*-tree bulkloading is quite naive and a
true bulkloading method is likely to be significantly faster.)
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Figure 2: Total execution time for varying data dimensionality with uniform synthetic datasets
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Figure 3: Number of disk page accesses for varying data dimensionality with uniform synthetic datasets

4.2 Evaluation with synthetic datasets

In this section, we compare the performance of indices
with uniform data. Figures 2 and 3 present average query
execution times and disk accesses for query volumes ranging
from 0.01% to 10% for 2D, 4D, and 8D datasets. As shown
in these Figures, the query execution times are proportional
to the number of disk accesses for all three indices.

With Uniform-2D, the Quadtree and R*-tree show almost
the same performance although the number of disk accesses
for the Quadtree is slightly less than that of the R*-tree. In
addition, both indices outperform the Pyramid-Technique
by 3-21 times in all queries.

With Uniform-4D, the Quadtree performs the best while
the R*-tree performs the worst among three indices. The
Quadtree still outperforms the Pyramid-Technique by 1.5 to
8 times in all queries, although the Quadtree speedup over
the Pyramid-Technique decreases with increasing query vol-
umes. The reason for the poor performance of the R*-tree
is due to the increased overlap amongst MBRs with increas-
ing dimensionality, which results in multiple path traversals
during query processing.

For the Uniform-8D dataset, the Quadtree still outper-
forms the Pyramid-Technique for small window queries, but
the Pyramid-Technique begins to outperform the Quadtree
for large window queries. In fact, the Pyramid-Technique
does better than the Quadtree on high dimensional data
with large window queries.

Figure 3 shows that with small window queries the num-
ber of disk accesses with the Pyramid-Technique is signif-
icantly higher than that with the Quadtree. This figure
also shows that the number of disk accesses incurred by the

286

Pyramid-Technique increases more gradually compared to
the Quadtree. This is due to the unbalanced space split
strategy used in the Pyramid-Technique. Compared to the
balanced space split used in the Quadtree, the unbalanced
space split incurs more page accesses for small window queries,
especially when window queries are further away from the
center of data space. However, the unbalanced space split
incurs less page accesses than the balanced space split for
large window queries.

In summary, based on this experiment with uniform data-
sets, we make the following observations:

1. The Quadtree index outperforms the R*-tree in all
cases, although the performance of these two index
structures is comparable in 2 dimension.

The Quadtree outperforms the Pyramid-Technique with
relatively low dimensional data and with small window
queries in higher dimensions.

The Pyramid-Technique outperforms the Quadtree in
high dimensional data with large window queries.

Finally, we note that the analytical results in Figure 1
shows slightly higher number of page accesses than the one
in Figure 3. This is because Figure 3 shows the number of
page accesses using a buffer pool, while Figure 1 shows the
number of page accesses without any buffering.

4.3 Evaluation with real datasets

In this section, we compare the performance of the three
indices using real datasets. For this experiment, we used
skewed queries that follow the underlying data distribution,
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since such queries are more representative of actual queries
with real datasets. (We also present results with random
queries in Section 4.5.) In addition, we used the extended
Pyramid-Technique designed for handling skewed data [3].
Using the extended Pyramid-Technique for skewed data im-
proves query performance by up to 59% compared to using
the naive Pyramid-Technique.

Figures 4 and 6 compare average query execution times,
and Figures 5 and 7 compare disk accesses for the three index
structures on the real datasets. As shown in these Figures,
Quadtrees significantly outperform R*-trees and Pyramid-
Technique indices in all cases. Furthermore, compared to the
results with uniform data, Quadtrees outperform Pyramid-
Technique indices even for the 8 dimensional datasets, and
the Quadtree speedup over other indices is more significant.
For example, Quadtrees are faster than Pyramid-Technique
indices by 5-11, 2-12, 2-7 times on the MAPS-2D, MAPS-
4D, and MAPS-8D datasets respectively, and by 3-10, 5—
29, and 3-68 times on the F.Cover-2D, F.Cover-4D, and
F-Cover-8D datasets respectively.

One reason for the higher Quadtree speedup is the rela-
tively poor performance of the other indices when handling
skewed data. For the R*-tree, since there is high overlap
amongst MBRs and skewed points can be spread under sev-
eral non-leaf nodes, the R*-tree suffers from traversing mul-
tiple paths. For example, the average number of overlapping
MBRs per a random point query is 54, 2845, and 4353 with
the MAPS-2D, MAPS-4D, and MAPS-8D datasets respec-
tively, which constitute 1%, 38%, 34% of the total MBRs in
the R*-trees respectively.

For the Pyramid-Technique, its unbalanced space split
strategy can be adversarial for skewed data. Figure 8 il-
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L

(a) Quadtree

(b) Pyramid-Technique

Figure 8: Interaction between query and parti-
tioning boundaries

lustrates this point with an example. This figure shows the
Quadtree and the corresponding Pyramid-Technique index
built on a skewed 2 dimensional dataset which is clustered
in the bottom-left region. Each square in the Quadtree
and each region in the Pyramid-Technique corresponds to
a leaf page. A striped rectangle represents a query win-
dow, and gray regions are the ones affected by the win-
dow query. As shown in this figure, with a skewed query,
there are more data regions that intersect with regions in
the Pyramid-Technique compared to quads in the Quadtree,
which in turns leads to a larger number of page accesses for
the Pyramid-Technique.

To experimentally confirm the adversarial effect of the
unbalanced space split for skewed data, we measured the fil-
tration ratio, which is defined as the number of points that
are not contained within the window query over the number
of points retrieved in accessed pages. As more false hits are
retrieved, the filtration ratio increases. With a 10% query
volume and the MAPS-8D dataset, the filtration ratio of the
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Quadtree using a balanced space split strategy is 26.1%. For
this same setting, the filtration ratio of the Pyramid Tech-
nique using the unbalanced space split strategy is 71.5%.

Another reason for the better performance of the Quadtree
with skewed data is that the Quadtree uses the buffer pool
more effectively. The explanation for this behavior is as
follows: When indexing skewed data, index structures such
as the R*-tree and the Pyramid-Technique build a balanced
tree structure, often distributing even highly clustered points
into multiple paths in order to maintain the height-balanced
requirements. On the other hand, the Quadtree builds an
unbalanced tree structure, which reflects the distribution
of the underlying dataset. When processing skewed queries
which follow the underlying data distribution (realistic types
of queries in real applications), the difference in these index
structures leads to very different buffer pool usage behav-
iors.

In a balanced index, non-leaf nodes close to a root node
are more likely to be cached in the buffer pool. This is
because many clustered points are spread under several non-
leaf nodes, thus different parts of the index are likely to
be traversed, accessing non-leaf nodes more often. During
query processing, fewer disk I10s are incurred for accessing
non-leaf nodes, but since many leaf nodes are not resident
in the buffer, disk IOs are frequently incurred for accessing
leaf nodes.

On the other hand, in an unbalanced index such as the
Quadtree, when processing skewed queries, the dense and
deeper index structure is traversed more frequently than
other regions of the index. As a result, non-leaf and leaf
pages in the dense region are likely to be cached in the
buffer pool. For skewed queries that are likely to traverse
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Table 5: Speedup with 128 MB over 8MB buffer pool

Dataset R*-tree | Pyramid-T. | Quadtree | File
Uniform-8D | 2.7-2.9 1.6-1.7 2.2-3.3 | 1.4-1.5
MAPS-8D | 2.7-3.2 1.8 1.4-1.6 1.5

the dense regions repeatedly, fewer disk IOs are incurred. In
other words, the Quadtree has better spatial locality than the
balanced index structures and this results in efficient buffer
management, improving overall performance.

To validate this observation, we measured the performance
speedup of the three index structures with a large buffer
pool. For this experiment, we set the SHORE buffer pool
size to 128MB, which is large enough to cache each index en-
tirely. Then we calculated the speedup over an 8MB buffer
pool size. The result of this experiment are presented in
Table 5. These results represent the range of speedups with
all query volumes (0.01%-10%).

As shown in Table 5, in all cases, a large buffer size bene-
fits all indices, since disk IOs are eliminated. However, more
importantly, we observe that the speedups for the Quadtrees
change significantly depending on the dataset characteris-
tics, whereas the speedups for the R*-tree and Pyramid-
Technique indices almost remain constant regardless of the
dataset characteristics. Specifically, the larger buffer pool
has a relatively smaller impact on the Quadtrees with the
skewed dataset. The reason for this behavior is because for
skewed data the Quadtrees already effectively caches many
of the frequently accessed pages with a small buffer pool.
Thus, the increased buffer pool has a relatively smaller im-
pact on the number of disk accesses.
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Related to the results in Table 5, we note that the Quadtree
still outperform the R*-tree and the Pyramid-Technique with
a large buffer pool for all the datasets. For example, with
MAPS-8D, the Quadtree speedup over the R*-tree ranges

from 1.2-5.1 times and the Quadtree speedup over the Pyramid-

Technique ranges from 1.3-6.1.
In summary, we make the following observations for real
datasets:

1. The Quadtree outperforms the other indices for the
range of dimensions from 2 to 8. However, the relative
performance improvements are smaller as the dimen-
sionality increases and as the query volume increases.

2. The higher performance of the Quadtree is due to
the relatively poor performance of the R*-tree and
Pyramid-Technique in handling skewed data, and a
better buffering behavior of the Quadtree with skewed
data.

4.4 The effect of packing on the Quadtree

In this section, we investigate the effect of the packing
technique used for the Quadtree. To examine this effect,
we compared index sizes and query processing times for the
Quadtrees with and without using the packing technique.
The Quadtree without packing is the initial Quadtree built
using a page for a leaf node. The Quadtree with packing is
the final Quadtree generated after rewriting the initial index
using the packing technique described in Section 2.

With MAPS-4D, the Quadtree without packing uses 13,335
pages and results in 39% leaf node occupancy. The Quadtree
with packing uses 7,352 pages and has a 74% leaf node oc-
cupancy. The packing technique reduces index size by 45%
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and improves execution times by 1.5-3.7X. We note that the
Quadtree without packing still outperforms the R*-tree and
Pyramid Technique indices.

With MAPS-8D, the Quadtree with no packing uses 69,442
pages with 14% leaf node occupancy. The Quadtree with
packing uses 16,079 pages with 74% leaf node occupancy.
The packing technique reduces an index size by 77% and im-
proves execution times by 3.3-8.7X. We note that in this case
the Quadtree performance without packing can be worse
than the R*-tree and the Pyramid-Technique.

Figures 9 and 10 compare average query execution time
and disk accesses for the packed and unpacked Quadtrees.
As seen from these figures, the packing technique is an in-
fluential factor in achieving the high Quadtree speedup over
the other index structures. Without the packing technique,
the Quadtree might not outperform the R*-tree and the
Pyramid-Technique in some cases. In addition, the effect
of the packing technique is especially evident for high di-
mensional data due to a higher reduction factor in index
size. The key to the improved performance of the packing
technique comes from the reduced disk accesses due to the
smaller index size.

4.5 Effect of query distribution

For the experiments in Section 4.3, we used queries that
followed the underlying data distribution. In this section, we
evaluate the effect of the query distribution and consider the
effect of using random queries on the real datasets. Figure 11
compares the effect of query types on the MAPS-8D dataset.
Random queries are uniformly distributed in the data space
and skewed queries are the ones that follow the distribution
of the underlying data (as in Section 4.3).
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As shown in this figure, with random queries, the Quadtree
speedup over the other indices is even more significant than
with skewed queries. While skewed queries traverse deep
and denser regions of an index, in most cases, many random
queries are likely to traverse sparse and low-depth regions
of the index. The traversal of those sparse and low-depth
regions costs much less and lowers the average execution
time for the Quadtree. In balanced index structures such
as the R*-tree and the Pyramid Technique, random queries
that traverse sparse regions still require accessing at least
as many nodes as the height of the index. Consequently,
the performance of these balanced index structures is worse
compared to the Quadtree.

5. CONCLUSIONS

In this paper, we have compared the performance of the
R*-tree, the Pyramid-Technique, and the Quadtree for in-
dexing low to medium dimensional datasets (datasets with
less than eight dimensions). Although the R*-tree is widely
used for indexing such datasets, our results show that the

uadtree significantly outperforms the R*-tree and the Pyramid-
Quadt ignificantly outperf the R*-t d the P id:

Technique, and that the speedup of the Quadtree over these
other indices is more significant for skewed datasets. Based
on experimental results, we conclude that the efficiency of
the Quadtree comes from: 1) the packing technique, 2)
the regular and disjoint partitioning method used by the
Quadtree, and 3) the better spatial locality leading to a
more efficient utilization of the buffer pool.

As part of our work, we also developed analytical models
for the performance of these three indices. Our analytical
results are in agreement with the empirical results, and add
confidence that the claims that we make are not due to im-
plementation differences or dataset peculiarities.

As part of future work, we plan on expanding our inves-
tigation to consider more complex operations, such as the k
nearest neighbor and the distance join operations.
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